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Note: Lab Mid Term is to be done as a Group Project.
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The report should describe an example of AVL Tree with diagrams, working code with screen shots.
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No Late Submissions allowed.

----------------------------------CLO – 4--------------------------------

Q Understand the concepts of AVL Tree discussed in class, height balanced binary search tree using rotations, go through the lecture slides and understand the code given, you are supposed to add methods for **searching** and **deletion** of a node in the following code.

#include<iostream>

#include<cstdio>

#include<sstream>

using namespace std;

struct avl {

int d;

struct avl \*l;

struct avl \*r;

}\*r;

class avl\_tree {

public:

int height(avl \*);

int difference(avl \*);

avl \*rr\_rotat(avl \*);

avl \*ll\_rotat(avl \*);

avl \*lr\_rotat(avl\*);

avl \*rl\_rotat(avl \*);

avl \* balance(avl \*);

avl \* insert(avl\*, int);

void show(avl\*, int);

void inorder(avl \*);

void preorder(avl \*);

void postorder(avl\*);

avl\_tree() {

r = NULL;

}

};

int avl\_tree::height(avl \*t) {

int h = 0;

if (t != NULL) {

int l\_height = height(t->l);

int r\_height = height(t->r);

int max\_height = max(l\_height, r\_height);

h = max\_height + 1;

}

return h;

}

int avl\_tree::difference(avl \*t) {

int l\_height = height(t->l);

int r\_height = height(t->r);

int b\_factor = l\_height - r\_height;

return b\_factor;

}

avl \*avl\_tree::rr\_rotat(avl \*parent) {

avl \*t;

t = parent->r;

parent->r = t->l;

t->l = parent;

cout<<"Right-Right Case (Left) Rotation";

return t;

}

avl \*avl\_tree::ll\_rotat(avl \*parent) {

avl \*t;

t = parent->l;

parent->l = t->r;

t->r = parent;

cout<<"Left-Left Case (Right) Rotation";

return t;

}

avl \*avl\_tree::lr\_rotat(avl \*parent) {

avl \*t;

t = parent->l;

parent->l = rr\_rotat(t);

cout<<"Left-Right Rotation";

return ll\_rotat(parent);

}

avl \*avl\_tree::rl\_rotat(avl \*parent) {

avl \*t;

t = parent->r;

parent->r = ll\_rotat(t);

cout<<"Right-Left Rotation";

return rr\_rotat(parent);

}

avl \*avl\_tree::balance(avl \*t) {

int bal\_factor = difference(t);

if (bal\_factor > 1) {

if (difference(t->l) > 0)

t = ll\_rotat(t);

else

t = lr\_rotat(t);

}

else if (bal\_factor < -1) {

if (difference(t->r) > 0)

t = rl\_rotat(t);

else

t = rr\_rotat(t);

}

return t;

}

avl \*avl\_tree::insert(avl \*r, int v) {

if (r == NULL) {

r = new avl;

r->d = v;

r->l = NULL;

r->r = NULL;

return r;

}

else if (v< r->d) {

r->l = insert(r->l, v);

r = balance(r);

} else if (v >= r->d) {

r->r = insert(r->r, v);

r = balance(r);

}

return r;

}

void avl\_tree::show(avl \*p, int l) {

int i;

if (p != NULL) {

show(p->r, l+ 1);

cout<<" ";

if (p == r)

cout << "Root -> ";

for (i = 0; i < l&& p != r; i++)

cout << " ";

cout << p->d;

show(p->l, l + 1);

}

}

void avl\_tree::inorder(avl \*t) {

if (t == NULL)

return;

inorder(t->l);

cout << t->d << " ";

inorder(t->r);

}

void avl\_tree::preorder(avl \*t) {

if (t == NULL)

return;

cout << t->d << " ";

preorder(t->l);

preorder(t->r);

}

void avl\_tree::postorder(avl \*t) {

if (t == NULL)

return;

postorder(t ->l);

postorder(t ->r);

cout << t->d << " ";

}

int main() {

int c, i;

avl\_tree avl;

while (1) {

cout << "\n1.Insert Element into the tree" << endl;

cout << "2.show Balanced AVL Tree" << endl;

cout << "3.InOrder traversal" << endl;

cout << "4.PreOrder traversal" << endl;

cout << "5.PostOrder traversal" << endl;

cout << "6.Exit" << endl;

cout << "Enter your Choice: ";

cin >> c;

switch (c) {

case 1:

cout << "Enter value to be inserted: ";

cin >> i;

r = avl.insert(r, i);

break;

case 2:

if (r == NULL) {

cout << "Tree is Empty" << endl;

continue;

}

cout << "Balanced AVL Tree:" << endl;

avl.show(r, 1);

cout<<endl;

break;

case 3:

cout << "Inorder Traversal:" << endl;

avl.inorder(r);

cout << endl;

break;

case 4:

cout << "Preorder Traversal:" << endl;

avl.preorder(r);

cout << endl;

break;

case 5:

cout << "Postorder Traversal:" << endl;

avl.postorder(r);

cout << endl;

break;

case 6:

exit(1);

break;

default:

cout << "Wrong Choice" << endl;

}

}

return 0;

}